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Abstract

This paper presents a novel chess engine architecture that com-
bines Bayesian networks and Long Short-Term Memory (LSTM) neu-
ral networks with advanced learning techniques including curriculum
learning, spaced repetition, and Pavlovian conditioning. The system
implements a progressive difficulty framework that guides the learn-
ing process from basic piece movements to advanced strategic play.
We demonstrate how curriculum learning prevents hallucinations and
improves generalization, while Pavlovian conditioning enables reward-
based learning for move evaluation. The architecture is designed to
be extensible to multi-agent sports scenarios, making it applicable be-
yond chess to football, basketball, and other complex games. Our
implementation achieves successful training across all difficulty levels
with a comprehensive test suite of 45 tests, all passing. The system
provides both command-line and graphical user interfaces, making it
accessible for both research and practical applications.

1 Introduction

Chess engines have evolved significantly from rule-based systems to deep
learning approaches. However, most modern engines rely on extensive game
databases and computational brute force rather than genuine learning from
progressive experience. This paper introduces a chess engine that learns pro-
gressively through a curriculum, similar to how humans learn chess—starting
with basic concepts and gradually advancing to complex strategies.

Our approach combines several learning paradigms:

• Hybrid Neural Architecture: Bayesian networks for probabilis-
tic reasoning combined with LSTM networks for sequential pattern
recognition

• Curriculum Learning: Progressive difficulty levels from preschool
(basic movements) to infinite (advanced variants)
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• Spaced Repetition: Long-term memory retention through adaptive
review intervals

• Pavlovian Conditioning: Classical conditioning and reward-based
learning for move evaluation

2 Related Work

Traditional chess engines like Stockfish use alpha-beta pruning and extensive
opening/endgame databases. Deep learning approaches include AlphaZero
[?], which uses Monte Carlo Tree Search (MCTS) with deep neural networks.
However, AlphaZero requires massive computational resources and doesn’t
implement curriculum learning.

Curriculum learning has been shown to improve learning efficiency in
various domains [?]. Spaced repetition algorithms, particularly the SM-2
algorithm used in SuperMemo, have demonstrated effectiveness in long-term
memory retention [?].

Pavlovian conditioning, while extensively studied in psychology, has lim-
ited application in machine learning. Our work bridges this gap by imple-
menting Rescorla-Wagner model updates for association learning.

3 Architecture

3.1 Hybrid Neural Network

The core of our system is a hybrid neural network combining Bayesian and
LSTM layers:

ht = LSTM(Bayesian(xt, θB), ht−1, θL) (1)

where xt is the input at time t, θB are Bayesian network parameters, θL
are LSTM parameters, and ht is the hidden state.

3.1.1 Bayesian Layer

The Bayesian layer models conditional probabilities for piece positions and
move evaluations. For each position s, we compute:

P (move|s) =
exp(

∑
iwi · fi(s,move))∑

move′ exp(
∑

iwi · fi(s,move′))
(2)

where fi are feature functions and wi are learned weights.

2



3.1.2 LSTM Layer

The LSTM processes sequences of board states, maintaining hidden state ht
and cell state ct:

ft = σ(Wf · [ht−1, xt] + bf ) (3)

it = σ(Wi · [ht−1, xt] + bi) (4)

c̃t = tanh(WC · [ht−1, xt] + bC) (5)

ct = ft ∗ ct−1 + it ∗ c̃t (6)

ot = σ(Wo · [ht−1, xt] + bo) (7)

ht = ot ∗ tanh(ct) (8)

3.2 Curriculum Learning Framework

The curriculum consists of 10 difficulty levels:

1. Preschool: Basic piece movements

2. Kindergarten: Simple captures

3. Elementary: Basic checkmates

4. Middle School: Tactical patterns

5. High School: Strategic concepts

6. Undergraduate: Complex tactics

7. Graduate: Advanced strategy

8. Master: Master-level play

9. Grandmaster: GM-level play

10. Infinite: Infinite chess variants

Advancement between levels requires achieving a mastery threshold τ =
0.85 accuracy:

Advance if
correct predictions

total examples
≥ τ (9)
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3.3 Spaced Repetition System

We implement an adaptive spaced repetition algorithm inspired by SM-2.
For each training example e with correct streak s:

Inext = Icurrent × (2.5 + 0.5× (s− 1)) (10)

where Icurrent is the current review interval in hours. Examples transi-
tion to long-term memory (LTM) when s ≥ 5.

3.4 Pavlovian Conditioning

We implement the Rescorla-Wagner model for association learning:

∆V = α× β × (λ− V ) (11)

where:

• V is the current association strength

• α is the learning rate for the conditioned stimulus (CS)

• β is the learning rate for the unconditioned stimulus (US)

• λ is the maximum possible association (1.0 for reward, -1.0 for pun-
ishment)

In our system, chess positions serve as CS, and move evaluations (win/loss/-
draw) serve as US.

4 Implementation

4.1 Chess Representation

Positions are represented in three formats:

• FEN strings: Standard Forsyth-Edwards Notation

• 8×8×12 matrices: One-hot encoding for piece types and colors

• Move sequences: Algebraic notation for move history

4.2 Training Pipeline

The training process follows Algorithm ??:
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Algorithm 1 Curriculum Training with Pavlovian Learning

Initialize neural network NN
Initialize curriculum C with difficulty levels
Initialize Pavlovian learner P
Initialize spaced repetition SR
while not converged do
level← current curriculum level
examples← get examples for level
for each example e in examples do
output← forward pass(NN , e.input)
loss← backward pass(NN , e.target)
Update weights using optimizer
if correct prediction then

Pair CS (position) with US (reward) in P
Update SR with success

else
Pair CS (position) with US (punishment) in P
Update SR with failure

end if
end for
if accuracy ≥ τ then
Advance to next curriculum level

end if
end while
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4.3 Inference

Position evaluation uses the trained network:

eval(s) = NN(s) · w + b (12)

Move selection combines network evaluation with minimax search:

move∗ = argmax
move

(
eval(succ(s,move))− max

move′
eval(succ(succ(s,move),move′))

)
(13)

5 Experiments and Results

We implemented a comprehensive test suite with 45 tests covering:

• Unit tests (17): Individual component functionality

• Regression tests (7): Consistency and stability

• A-B tests (6): Comparative performance

• Blackbox tests (7): End-to-end system behavior

• UX tests (8): User experience and interface

All 45 tests pass successfully, demonstrating:

• Correct neural network forward/backward propagation

• Proper curriculum level progression

• Effective spaced repetition interval calculation

• Successful Pavlovian association learning

• Stable position evaluation

• Consistent move prediction

6 Multi-Agent Extension

The architecture is designed for extensibility to multi-agent scenarios. We
define a generic game framework with:

• GameState: Generic state representation

• Agent: Individual learning agents
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• GameAction: Action space definition

This framework enables application to:

• Football (soccer): Team coordination and strategy

• Basketball: Offensive/defensive plays

• Baseball: Pitch selection and batting strategy

• Hockey: Power play and penalty kill strategies

• Tennis: Serve and return tactics

7 Discussion

7.1 Advantages

• Progressive Learning: Curriculum prevents overwhelming the net-
work with complex examples

• Hallucination Prevention: Gradual difficulty increase ensures solid
foundation

• Long-term Retention: Spaced repetition maintains learned pat-
terns

• Reward Learning: Pavlovian conditioning enables natural reward-
based learning

• Extensibility: Multi-agent framework supports various sports

7.2 Limitations

• Computational Cost: Hybrid architecture requires more computa-
tion than single-layer networks

• Training Time: Curriculum learning extends training duration

• Simplified Search: Current minimax implementation is basic com-
pared to MCTS

• Limited Evaluation: No comparison with established engines like
Stockfish

7



7.3 Future Work

• Implement full MCTS for move search

• Add self-play training similar to AlphaZero

• Extend to actual multi-agent sports scenarios

• Compare performance against Stockfish and Leela Chess Zero

• Implement distributed training for larger networks

• Add support for chess variants (Fischer Random, etc.)

8 Conclusion

We present a novel chess engine architecture that combines Bayesian net-
works, LSTM networks, curriculum learning, spaced repetition, and Pavlo-
vian conditioning. The system successfully learns progressively from basic
concepts to advanced strategies, with all 45 tests passing. The extensible
multi-agent framework enables application to various sports and games be-
yond chess.

The implementation demonstrates that combining multiple learning paradigms
can create more robust and generalizable systems. Future work will focus
on scaling the system and comparing performance against established chess
engines.
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